# Exercise: OOP Overview

This exercise is part of the [“Databases Frameworks” course @ SoftUni](https://softuni.bg/trainings/1635/databases-frameworks-hibernate-and-spring-data-june-2017).

## Count Working Days

Write a program that **reads two dates** in formatdd-MM-yyyy and prints the **number of working days** between these two dates **inclusive**. Non-working days are:

* All days that are **Saturday** or **Sunday**.
* All days that are **official holidays** in Bulgaria:
  + New Year Eve (**1 Jan**)
  + Liberation Day (**3 March**)
  + Worker’s day (**1 May**)
  + Saint George’s Day (**6 May**)
  + Saints Cyril and Methodius Day (**24 May**)
  + Unification Day (**6 Sept**)
  + Independence Day (**22 Sept**)
  + National Awakening Day (**1 Nov**)
  + Christmas (**24**, **25** and **26 Dec**)

All days not mentioned above are **working** and should count.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 11-04-2016  14-04-2016 | 4 |
| 11-04-2016  22-04-2016 | 10 |
| 20-12-2015  31-12-2015 | 7 |

### Hints

* Read **start date** and **end date** from Console.
* **Create** two objects of type Date – startDate and endDate.
* Create an **array of type** Date and add **all official holidays** in it.
* Loop from startDate to endDate. Add **1 day** at each iteration.
* Get the **current da**y in the loop and check whether is **Saturday**, **Sunday** or it is **contained** **in the holidays array**. If it is not, increment the workingDaysCounter.

## Advertisement Message

Write a program that **generate random fake advertisement message** to extol some product. The messages must consist of 4 parts: laudatory **phrase** + **event** + **author** + **city**. Use the following predefined parts:

* **Phrases** – {“Excellent product.”, “Such a great product.”, “I always use that product.”, “Best product of its category.”, “Exceptional product.”, “I can’t live without this product.”}
* **Events** – {“Now I feel good.”, “I have succeeded with this product.”, “Makes miracles. I am happy of the results!”, “I cannot believe but now I feel awesome.”, ”Try it yourself, I am very satisfied.”, “I feel great!”}
* **Author** – {“Diana”, “Petya”, “Stella”, “Elena”, “Katya”, “Iva”, “Annie”, “Eva”}
* **Cities** – {“Burgas”, “Sofia”, “Plovdiv”, “Varna”, “Ruse”}

The format of the output message is: **{phrase} {event} {author} – {city}**.

As an input you take the **number of messages** to be generated. Print each random message at a separate line.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 3 | Such a great product. Now I feel good. Elena – Ruse  Excelent product. Makes miracles. I am happy of the results! Katya – Varna  Best product of its category. That makes miracles. Eva - Sofia |

### Hints

* Hold the phrases, events, authors and towns in 4 arrays of strings.
* Create Random object and **generate** **4 random numbers** each in its range:
  + phraseIndex 🡪 ­(0, phrases.Length)
  + eventIndex 🡪 (0, events.Length)
  + authorIndex 🡪 (0, authors.Length)
  + townIndex 🡪 (0, towns.Length)
* Get one **random element** from each of the four arrays and **compose a message** in the required format.

## Last Digit Name

Write a class **Number** that will hold an integer number. Write a **method** in the class that returns the **English name** of the last digit of the given number. Write a program that reads an integer and prints the returned value from this method.

### Examples

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |
| 1024 | four |  | 512 | two |

## Number in Reversed Order

Write a class **DecimalNumber** that has a method that **prints all its digits** in **reversed order**.

### Examples

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |
| 256 | 652 |  | 1.12 | 21.1 |

## Intersection of Circles

Create class Circle with properties center and radius. The center is a point with coordinates X and Y (make a class Point). Write a method boolean intersect(Circle c1, Circle c2) that tells whether the two given circles **intersect or not**. Write a program that tells if two circles intersect.

The input lines will be in format: **{X} {Y} {Radius}**. Print as output “Yes” or “No”.

### Examples

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Visualization** |
| 4 4 2  8 8 1 | No |  |
| 3 3 2  4 3 6 | Yes |  |
| 1 1 4  4 2 5 | Yes |  |

### Hints

* Calculate d = **distance between the circle centers**.
* If the d ≤ r1 + r2 (the sum of radiuses**) 🡪** the circles **intersect** (or one of the circles is inside the other or the circles have one common point when d = r1 + r2).
* If the d > r1 + r2 **🡪** the circles do **not intersect** (they have not common shared point).

## Shopping Spree

Create two classes: class **Person** and class **Product**. Each person should have a **name**, **money** and a **bag of products**. Each product should have **name** and **cost**. Name **cannot be** an empty string. Money **cannot be** a negative number.

Create a program in which each command corresponds to a person buying a product. If the person can afford a product **add it to his bag** and print message in format **"[Person name] bought [Product name]"**. If a person doesn’t have enough money, print an appropriate message **("[Person name] can't afford [Product name]").**

On the first two lines you are given all people and all products. After all purchases print every person **in the order of appearance** and all products that **he has bought** **also in** **order of appearance**. If nothing is bought, print the name of the person followed by "**Nothing bought**".

Read commands till you find line with **"END"** command. In case of invalid input (negative money exception message: "**Money cannot be negative**") or empty name: (empty name exception message "**Name cannot be empty**") break the program with an appropriate message. See the examples below:

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| Pesho=11;Gosho=4  Bread=10;Milk=2;  Pesho Bread  Gosho Milk  Gosho Milk  Pesho Milk  END | Pesho bought Bread  Gosho bought Milk  Gosho bought Milk  Pesho can't afford Milk  Pesho - Bread  Gosho - Milk, Milk |
| Mimi=0  Kafence=2  Mimi Kafence  END | Mimi can't afford Kafence  Mimi – Nothing bought |
| Jeko=-3  Chushki=1;  Jeko Chushki  END | Money cannot be negative |

## Average Grades

Define a class Student, which holds the following information about students: **name**, **list of grades** and **average grade** (calculated property, read-only). A single grade will be in range [2…6], e.g. 3.25 or 5.50.

Read a **list of students** and print the students that have **average grade ≥ 5.00** ordered **by name** (ascending), then by **average** **grade** (descending). Print the student name and the calculated average grade.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 3  Ivan 3  Todor 5 5 6  Diana 6 5.50 | Diana -> 5.75  Todor -> 5.33 |
| 6  Petar 3 5 4 3 2 5 6 2 6  Mitko 6 6 5 6 5 6  Gosho 6 6 6 6 6 6  Ani 6 5 6 5 6 5 6 5  Iva 4 5 4 3 4 5 2 2 4  Ani 5.50 5.25 6.00 | Ani -> 5.58  Ani -> 5.50  Gosho -> 6.00  Mitko -> 5.67 |

### Hints

* Create class Student with properties name (String), grades (double[]), and property averageGrade (calculated by Stream as Arrays.stream(grades).avarege().getAsDouble(), read-only).
* Make a **list of students** and filter **with** STREAMall students that has average grade >= 5.00.
* Print the filtered students **ordered by name** in ascending order, then by **average grade** in descending order.

## \*Book Library

To model a **book library**, define classes to hold a **book** and a **library**. The library must have a **name** and a **list of books**. The books must contain the **title**, **author**, **publisher**, **release date**, **ISBN-number** and **price.**

Read a **list of books**, add them to the library and print the **total sum of prices by author**,ordered **descending by price** and **then by author’s name lexicographically**.

Books in the input will be in format **{title} {author} {publisher} {release date} {ISBN} {price}**.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 5  LOTR Tolkien GeorgeAllen 29.07.1954 0395082999 30.00  Hobbit Tolkien GeorgeAll 21.09.1937 0395082888 10.25  HP1 JKRowling Bloomsbury 26.06.1997 0395082777 15.50  HP7 JKRowling Bloomsbury 21.07.2007 0395082666 20.00  AC OBowden PenguinBooks 20.11.2009 0395082555 14.00 | Tolkien -> 40.25  JKRowling -> 35.50  OBowden -> 14.00 |

### Hints

* Create classes Book and Library with all the mentioned above properties: ![](data:image/png;base64,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)
* **Create** an object of type Library.
* **Read the input** and create a Bookobject for each book in the input.
* Create a **STREAM** query that will **sum the prices by author**, **order the results** as requested.
* **Print** the results.

## Students

Define class **Student**. Add **string field** for a student’s **name** that you are going to receive as a console input. Then add a **static Integer field** to **keep track of how many students’ instances are created**. Initialize the static field with **0 (zero)** and **increment in the constructor**. When you receive command **“End”** stop reading more students names and print their total count on the console.

### Examples

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |
| Atanas  Atanas  End | 2 |  | Minka  End | 1 |

## Beer Counter

Define class **BeerCounter** holding static field **beerInStock** that shows how many beers you bought and static field **beersDrankCount** that shows how many beers you have drunk. Manipulate the static fields through static methods **BuyBeer(int bottlesCount)** and **DrinkBeer(int bottlesCount)**. On every input line you will get pair of beers you **bought** and beers you **drank**, until you receive command **“End”.**

* **BuyBeer** – add beers to the beers in stock
* **DrinkBeer** – add beers to the drunk beers counter and subtract beers in stock

After that print **beersInStock** and **beersDrankCount** on the same line separated by 1 space.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 50 49  9 10  End | 0 59 |